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Abstract
We analyze the convergence properties and poten-
tial advantages of an improvement based reward
function. The proposed approach masks the ac-
tual rewards generated by the environment from the
agent, instead providing a fixed positive reward for
continuous improvement over past reward values
and negative reward for failing to do so. The key
advantage of this approach is to make the learned
values or policies (as applicable) independent of the
actual scale or complexity of the problem, allow-
ing us to transfer learning across a wide range of
small and large scale instances of the same problem
with minimal re-learning. We follow a theoretical
treatment of the approach with tests on benchmark
problems, and also cite cases where it has been suc-
cessfully used on real-world, large scale problems.

1 Introduction
A majority of reinforcement learning (RL) studies in liter-
ature focus on gameplay [Mnih et al., 2015; Van Hasselt
et al., 2016]. The scale of such problems, measured in
terms of size of the state space, can be very large. Conse-
quently, most studies report results using significant hardware
resources and training time [Mnih et al., 2016; Silver et al.,
2017]. There is also a growing body of literature on applica-
tions in operations research [Gambardella and Dorigo, 1995;
Zhang and Dietterich, 1995], robotics [Gu et al., 2017], and
networked systems [O’Neill et al., 2010]. The challenge of
scaling of the instance sizes in such problems is just as acute;
however, there is sometimes the added complexity of limited
hardware availability. Furthermore, there is a unique chal-
lenge in such problems, which is that of variable scale. We
refer to problems such as job shop scheduling [Zhang and Di-
etterich, 1995], where the number of jobs and machines may
vary from one instance to another. Were an RL algorithm to
be deployed to solve such problems in real-time, it would not
only need to be scalable, but in a sense also scale-free.

One approach to generalising learning across instances of
variable scale within the same class of problems, is to mask
the actual reward function. We describe a threshold-based
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reward for RL algorithms, which provides positive reward
when the agent improves on its own past performance, and
negative reward otherwise. This reward mechanism can be
used in conjunction with any standard RL algorithm (value or
policy based) without additional changes.

We have used this approach in practical applications, in-
cluding railway scheduling [Khadilkar, 2019] and container
loading for ships [Verma et al., 2019]. The railway schedul-
ing problem solves instances with 450 trains passing through
50 stations, while the container loading problem solves in-
stances with 1500 slots on a ship, to be filled from a pool
of 100,000 containers in the yard. In both cases, a constant
sized state and action space was devised in addition to the
threshold based reward. This allowed us to reuse the models
on instances of different scale, for example across different
railway networks or across ships with different container ca-
pacities. The true optimal reward varied from one problem
instance to another, but the threshold based reward could dis-
tinguish between good and bad outcomes.

In this paper, the reward function is analysed from the per-
spective of convergence, and we prove that this is guaranteed
for a general RL algorithm as long as the original algorithm
(for example, Q-Learning) is guaranteed to converge to the
optimal value or policy. As far as we are aware, this is the
first theoretical proof of convergence of this type of method
to an optimal policy as the algorithm without the tweaked re-
ward. We perform empirical tests on the multi-armed bandit
problem as well as the sequential decision-making environ-
ment ‘Gridworld’. The development of the proof in Section
3 focuses on Q-Learning for illustration, but the same logical
steps can be applied to any standard RL algorithm.

2 Description of methodology
Consider an episodic Markov Decision Process (MDP) spec-
ified by the standard tuple < S,A,R, P >, where S is the
state space, A is the action space, R is the set of possible
rewards, and P is the transition function. We assume the
existence of a reinforcement learning algorithm for learning
the optimal mapping S → A. For illustration, we will as-
sume that the algorithm to be used is Q-Learning [Sutton and
Barto, 2018]. Typically, the reward structure is a natural con-
sequence of the problem from which the MDP was derived.
For example, in the popular environment Gridworld, the task
is to navigate through a 2-D grid towards a goal state. The



most common reward structure in this problem is to provide
a small negative step reward for every action that does not
end in the goal state, and a large positive terminal reward for
reaching the goal state. It follows that the value of optimal
reward depends on both the values of the step and terminal
rewards, as well as on the size of the grid. In this paper, we
replace the rewardsR completely by a threshold based binary
episodic reward structure rt : S,A,S → IR:

rt(sk, ak, sk+1) =


+zp, sk+1 ∈ T & Gt ≥ ρt
−zn, sk+1 ∈ T & Gt < ρt
0, otherwise

where k is the step within an episode, t is the number of the
episode, T is the set of terminal states, Gt is the return for
episode t, ρt is the performance threshold at episode t, zp and
zn are the magnitudes of the positive and negative terminal
rewards respectively. Note that the return Gt is based on the
original reward structure of the MDP. If the original step re-
ward at k is Rk, then Gt =

∑T
k=0Rk. The net effect of the

reward structure is to provide a positive terminal reward zp if
Gt ≥ ρt. The threshold itself is updated using the relation,

ρt+1 =

{
ρt + βt(

∑t
x=1Gx

t − ρt) if q-values converged
ρt otherwise

,

where βt ∈ (0, 1) is the step size and is assumed to be exter-
nally defined according to a fixed schedule.

Training process: We assume that the q-values must con-
verge for every value of the threshold before its own value
is updated. The threshold updates and q-value updates thus
happen alternately. If the initial threshold value is very low,
it is fairly easy for the algorithm to achieve positive terminal
reward, and a large proportion of state-action pairs converge
to positive q-values. During the next threshold update, the
high average returns Gx since the last update result in an in-
crease in value of ρt. The threshold thus acts as a lagging
performance measure of the algorithm over the training his-
tory. Practically, we find in Section 4 that we can afford to
update the threshold after every episode instead of waiting
for the q-values to converge every time. The algorithm is
said to have converged when both the threshold and the q-
values converge. A schematic of the procedure is shown in
Figure 1. The original rewards R only affect the returns G,
which in turn are used to update the threshold ρ. At the end of
each episode, the current return and threshold values are used
to compute the new rewards r, which implicitly or explicitly
drive the policy π.
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Figure 1: Training process at a fixed t

3 Convergence
At time step t, we can use any reinforcement learning algo-
rithm proven to converge to an optimal policy (or even much
milder conditions as shown in section 2.2) and let it converge
for the new reward structure r with threshold ρt. For exam-
ple, with Q-Learning it is known that Q values converge to
Q∗ under certain (mild) conditions [Jaakkola et al., 1994].

3.1 Proof
Let ρ∗ = Eπ∗ [G] = V ∗(s0) be the maximum expected return
from the start state for the original reward structure.

Case 1: E[ρt] < ρ∗

There exists a policy for which E[G] = ρ∗, therefore there
exist policy for which E[Gt] > E[ρt]. If we let the RL algo-
rithm converge, E[Gt] > E[ρt]

ρt+1 = ρt + βt(Gt − ρt)
E[ρt+1] = E[ρt] + βtE[Gt − ρt]
E[ρt+1] > E[ρt] (1)

{Since βt > 0 and E[Gt] > E[ρt]}

ρt+1 = (1− βt)ρt + βtGt

E[ρt+1] = (1− βt)E[ρt] + βtE[Gt]
< (1− βt)ρ∗ + βtρ

∗

E[ρt+1] < ρ∗ (2)

{Since ρ∗ ≥ E[Gt] by definition}

From (3) and (4):

E[ρt] < E[ρt+1] < ρ∗ (3)

Case 2: E[ρt] > ρ∗

There exists no policy for which E[Gt] ≥ E[ρt] since by def-
inition of ρ∗, it is the maximum expected return. If we let the
RL algorithm converge, E[Gt] < E[ρt]

ρt+1 = ρt + βt(Gt − ρt)
E[ρt+1] = E[ρt] + E[βt(Gt − ρt)]
E[ρt+1] < E[ρt] (4)

{Since βt > 0 and E[Gt] < E[ρt]}

Case 3: E[ρt] = ρ∗

There exists a policy for which E[G] = ρ∗, therefore for the
same policy E[Gt] = E[ρt] = ρ∗. If we let the RL algorithm
converge, E[Gt] = E[ρt]

ρt+1 = ρt + βt(Gt − ρt)
E[ρt+1] = E[ρt] + E[βt(Gt − ρt)]
E[ρt+1] = E[ρt] = ρ∗ (5)

{Since E[Gt − ρt] = 0}



Hence proved,

E[ρt] < ρ∗ =⇒ E[ρt] < E[ρt+1] < ρ∗

E[ρt] > ρ∗ =⇒ E[ρt+1] < E[ρt]
E[ρt] = ρ∗ =⇒ E[ρt+1] = E[ρt] = ρ∗

Therefore ρ → ρ∗ and the optimal policy for the new re-
ward structure when ρ = ρ∗ is an optimal policy for the orig-
inal MDP since the definition of optimal policy is one that
attains maximum expected reward.

3.2 Notes on the proof
• Convergence to optimal policy is not required after each

threshold update. Should just be sufficient for:

E[Gt] > E[ρt] for E[ρt] < ρ∗

E[Gt] < E[ρt] for E[ρt] > ρ∗

E[Gt] = E[ρt] for E[ρt] = ρ∗

Which is practically not difficult for any RL algorithm
as the following note shows.
• At time step t, let the threshold and the policy be such

that E[Gt] > E[ρt]. The change in threshold is just
βt(Gt−ρt), so it should not take many episodes of train-
ing to get a policy that achieves E[Gt+1] ≥ E[ρt+1].
Practically updating threshold after every episode also
works.
• Step in the direction of optimality for the new reward

structure rt is a step in the direction of optimality for the
original reward structureR.

4 Results
4.1 Multi-Armed Bandit
The 10-armed Testbed [Sutton and Barto, 2018] was used to
test the convergence of ε-Greedy, Softmax and UCB with the
threshold based reward. The experiments show that the av-
erage reward and the percentage of times optimal action is
taken for the threshold based reward structure are the same as
that of the original reward structure on average across a range
of parameters, as well as the best parameters found after a
grid search. The number of training steps taken to converge
to the optimal value is also the same on average. The metric
used for the average reward obtained after convergence is the
average reward of the last 100 steps out of the 2000 training
steps. The metric used to test the time take to converge is the
average rewards of all the 2000 training steps.
Figure 2 shows a run comparing the original reward structure
with threshold based reward structure using epsilon-greedy
(ε = 1 and ε-decay = 0.995) with zp = 1 and zn = 1. The
threshold is updated after every episode (and not waiting for
convergence after every threshold update).

4.2 Gridworld
A variable size Gridworld environment was set up with a vari-
able reward structure with a negative step reward, a positive
reward for reaching the gold, and a negative reward for reach-
ing a state with a bomb. The initial position, the gold position

and bomb position are all randomly set. An episode termi-
nates after reaching the gold, bomb or after 100 steps. The
experiments show that the threshold based reward structure
converges to the same average reward as the original one on
average across various agent and environment parameters and
the best agent parameters found using a grid search. Again,
the convergence rate is also the same on average. The metric
used for the average reward obtained after convergence is the
average reward of the last 100 steps out of the 2000 training
steps. The metric used to test the time take to converge is the
average rewards of all the 2000 training steps.

Figure 3 shows a run for a 15x15 Gridworld with the ini-
tial position as (0,0), the bomb placed at (7,7) and the gold
placed at (14,14). γ = 0.9, ε = 1, ε-decay = 0.995, zp = 1,
zn = 1, learning rate for the original reward structure is 0.2
and the learning rate for the threshold based q-values as well
as the threshold update is 0.05. success−ratio = 0.9 which
means that instead of the return having to be greater than or
equal to the threshold every time, it is sufficient to do better
than 0.9 of the current threshold value to get a positive re-
ward. Initially there is a −0.01 penalty for every step, a −1
penalty for reaching the bomb and a +1 reward for reach-
ing the gold. At step 1000, this reward structure is changed
(while maintaining the q-values) to a−0.08 penalty for every
step, a −5 penalty for reaching the bomb and a +10 reward
for reaching the gold. One of the potential advantages of the
threshold based reward structure is that it adjusts to the non
linearly re-scaled rewards quickly and smoothly. The intu-
ition behind it is that it is able to distinguish between good
and bad decisions and outcomes in a scale invariant way.

Further in our research, we plan to test the potential ad-
vantages of using a threshold-based reward, in terms of sta-
bility and performance for additional RL algorithms (espe-
cially recent advances such as DDPG, TRPO, and PPO). We
also want to use the technique along with curriculum learning
[Yoshua Bengio, 2009] especially in partially observed envi-
ronments where the state and action space size remains the
same (local) but the environment complexity (scale, observ-
ability, stochasticity, non-linearity) is scaled up. We would
also like to explore the effect of parameters such as zp and
zn, the value and schedules for βt, the number of episodes per
threshold update, the value and schedules for success−ratio,
and the initial value of the threshold (and optimistic starts).
Finally, there remains the possibility of including interme-
diate rewards and non-episodic MDPs within the threshold-
based setup.
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Figure 2: 10-armed Testbed [Sutton and Barto, 2018] using epsilon-greedy.
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Figure 3: 15x15 Gridworld with rewards scaled non-linearly at step 1000. Using Q-Table with epsilon-greedy.
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